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Microcontroller Systems and Interfacing

week 13 experimental lab

1 Serial Peripheral Interface (SPI) hardware

Complex devices (persistent memory and flash memory cards, D/A and A/D converters, real-time clocks, etc.) often have serial
connections instead of parallel. They behave a little like a shift register, exchanging parallel information using one or two serial
data signals and a clock. The two most common protocols are Inter-Integrated Circuit (I?C) and Serial Peripheral Interface
(SPI). The simpler (and in many ways the more flexible) of the two is SPI.

|/
1.1 External ADC: MCP3204 cHog1 = 14H Vo
CH1O2 = 130 VRrer
To understand how SPI works, let’s increase the resolution of our analogue input by CH2O3 ¢ 120 AGND
connecting an external analogue-to-digital converter and communicating with it using g v)
. L . . : CH3O4 5 1MHOCLK
SPI. A popular device for this is the MCP3204 which has four independent 12-bit o
NC 5 10 Doyt
ADC channels. o
NCOes + 90O Din
Vpp (pin 14) 5V power supply DGND O 7 81 CS/SHDN
DGND (pin 7) 0V digital ground
AGND (pin 12) 0V analogue ground
. . . . ( \
VRrer (pin 13) reference voltage, sets the upper limit of in- 5v Voo Vrer 1ok
put voltage (corresponding to the maximum digital serial clock
A/D output value) S (13) P S a0
master in, slave out
CHO-3 (pins 1-4) the four analogue input channels M SO (12) MSO  CHL frroeeeee
master out, slave in
CLK (pin 11) SPI serial clock input MOSI (1) MOSIE - CH2 oo
slave select A= ~nl....
Din (pin 9) SPI serial data input (equivalent to MOSI) SS (10) (active low) q ss as
Dout (pin 10) SPI serial data output (equivalent to MISO) Arduino DAND - AGND
CS (pin 8) SPI active-low chip select (equivalent to SS) | G\D \ MCP3204 )
» Connect a MCP3204 ADC to the microcontroller. Use the following digital pins to carry the SPI signals:
SPL/Ar.dumo MCP32(£ \ Put any
SS pin10 - pin8 CS analogue

MOSI pin 11 — pin9 Dy
MISO pin 12 — pin 10 Doyt
SCK pin 13 — pin 11 CLK

sources that
you want here.
These are

only some
suggestions.

Be very careful to connect
the MCP3204 the correct way
around. Like the shift register,
if the power is connected back-
wards the device will be dam-
aged.

» Create a test voltage using a po-
tentiometer (or a sensor of your
choice) and connect it to the first
input, CHO.

ATMEGA328
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2 SPI communication software

Some microcontrollers (including the Arduino) provide SPI support in hardware. Access to the hardware’s SPI signals is made
available through a library. Other microcontrollers do not include harware SPI support, and communicating with SPI devices
requires manual control of all four SPI signals. We will use both methods to communicate with the MCP3204.

2.1 Using the SPI library

To use a library, it is sufficient to include the associated header file at the beginning of the program. We will use the SPI library
to quickly test our hardware.

» Create a new sketch. Make the SPI library available by in-  #include <SPI.h>
cluding SPTI.h at the beginning.

The SPI library manages the CLK, MISO and MOSI signals for us. It does not manage the slave select signal, so we will do
that ourselves.

» Create a definition (using #define or const int to as- const int SSN = 10; // slave select
sociate the symbol SSN (‘slave select, active-low’) with pin
number 10.

» Create a setup () function that performs the following ini-  void setup() {

tialisation steps: Serial.begin(9600);
pinMode (SSN, OUTPUT) ;
1. Start the Serial interface at 9600 baud. digitalWrite (SSN, HIGH); // device inactive

SPI.begin();

SPI.setClockDivider (SPI_CLOCK_DIV16); // 1MHz
SPI.setDataMode (SPI_MODEO); // low, rising
SPI.setBitOrder (MSBFIRST) ;

2. Configure the SSN pin as an OUTPUT, and set its value
to inactive.

3. Start the SPI interface using a clock divider of 4, SPI
mode 0,0, and transfers with most significant bit first. )

» Create a function int readADC (unsigned char channel) that reads and returns a value from the given ADC
channel. To read from the ADC using SPI, you will have to do the following steps:

1. Enable the ADC by setting SSN active.

2. Use SPI.transfer () to send (and receive) three bytes from the ADC. The first byte contains five zeros, a start bit 1,
and mode bit 1 (single-ended conversion), and the most significant bit of the three-bit channel number. The second byte
contains the least significant two bits of the channel number, followed by 6 zeros. The third byte can contain anything.

3. Collect the values returned by the second and third calls to SPI.transfer (). The least significant four bits of the
first value are the four most significant bits of the ADC result. The second value contains the eight least significant bits
of the result. Recombine them into a 12-bit result.

4. Turn off the ADC by setting SSN inactive.

5. Return the result from the ADC.

int readADC (unsigned char channel)
{
digitalWrite (SSN, LOW);
int adval = 0O;
SPI.transfer (0b00000110 + ((channel >> 2) & 1));
adval = ((unsigned char)SPI.transfer (channel << 6) & 0b00001111) << 8;
adval |= ((unsigned char)SPI.transfer(0));
digitalWrite (SSN, HIGH);
return adval;

» Test your sketch with a 1oop () that prints the results of read- void loop ()
ing channel 0, then pauses for a quarter of a second. (Don’t { 1 orinel 0
forget to open the serial monitor to view the output generated Serial.println(readADC(0));

by the sketch.) } delay (250);
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2.2 Implementing SPI manually

Let’s simulate what would be needed on a microcontroller that does not have SPI hardware or a library giving access to it. This
involves driving the SPI slave select, clock and data signals directly using digitalWrite (). (This technique is informally
known as ‘bit banging’ the interface.)

» Save your sketch from the previous section under a new name. We are going to remove all references to the SPI library and
generate the necessary SPI signals explicitly.

» Delete the #include <SPI.h> from the beginning of the sketch.
» Keep the defintion for SSN. Add three more definitions for MOST (pin 11), MISO (pin 12), and SCK (pin 13).

» In setup (), delete the four lines that configure the SPT library. Replace them with code that performs the following actions:

1. Configure MOSI as an OUTPUT.
2. Configure MISO as an INPUT.
3. Configure SCK as an OUPUT and set it to idle (LOW).

» Implement a function void sendBit (int value) that writes the least significant bits of value to the SPI device. You
will have to perform two steps to do this:
1. Write (using digitalWrite () ) the least significant bit (only) of value to MOSI.
2. Generate a positive pulse on SCK by setting it HIGH then back to LOW.

» Implement a function int recvBit (void) that reads one bit from the SPI device. You will have to perform four steps to
do this:
1. Set SCK active (HIGH) to ensure data is available on MISO.
2. Use digitalRead () to obtain the value (0 or 1) of MISO.
3. Set SCK inactive (LOW) to end the clock cycle.
4. Return the bit that was read from MISO.

» Delete the three lines in readADC () that refer to SPI.transfer (). Replace them with code that explicitly initiates a
conversion. (Refer to the timing diagram in Appendix B.) Your code will perform the following steps:

1. Use sendBit () tosend a 1 (start bit) followed by another 1 (single-ended mode) to the ADC. (We do not need to send
the initial 5 zeros that were necessary when using the byte-oriented SPI library.)

2. Use sendBit () to write the least significant three bits of channel to the ADC.

3. Use sendBit () to write two ‘don’t care’ bits to the ADC.

4. Use recvBit () toread 12 bits from the ADC. For each bit read you will have to shift adval one bit left, then add to
it the bit read from the ADC. At the end of this you will have reconstructed the 12 bits of ADC result.

5. Return the final value of adval.

Test your code. (You can leave the original 1oop () unmodified.)

3 Challenges

» Modify loop () (in either of your sketches) to display the values of all four ADC channels. Connect one or more voltage
sources to the other ADC input channels and verify that the sketch prints the correct results.

» Disable (comment out) the Serial.println () and delay () from loop () in your two sketches. Modify loop to per-
form many conversions (call readADC () many times). Use mil1lis () to record the time before and after performing the
conversions. Calculate how many conversions per second are being peformed.

SPI library conversions per second: Manual SPI conversions per second:

» Connect a MCP4822 digital-to-analogue converter (DAC) and use it to generate a sine wave. (See the appendix for the relevant
parts of the data sheet.) Note: Vpp must be connected to 5V and Vss must be connected to GND. Be very careful to get this
right! To check the sine wave, connect the DAC output to an ADC input channel and display the results on the serial plotter.
Note that you can share the SCK and MOSI signals between the ADC and the DAC but you will need two SPI protocols, two
different ‘slave select’ pins (one for the ADC and a new one for the DAC), and a new LDAC signal for the DAC.

3
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Microcontroller Systems and Interfacing
week 13 reference material

A Serial communication

A shift register can convert a single serial data signal (containing a fixed-length ‘message’ sequence of IV single bits) and
corresponding clock signal into NV parallel signals. We can generalise this very simple protocol in several ways:

e connect the serial signal to more than one external converter device,
e send information in both directions (from microcontroller to device, or from device back to microcontroller),
e use variable-length ‘message’ sequences, etc.

Two popular general protocols are the Serial Peripheral Interface (SPI) and Inter-Integrated Circuit (I°C). Both are ‘in-
system’ protocols, meant for communication between components within a single piece of equipment.

Useful devices that use these protocols include Electrically-Erasable Programmable Read-Only Memory (EEPROM),
Analog-to-Digital Converter (ADC), Digital-to-Analog Converter (DAC), real-time clocks (RTC), various sensors, Liquid Crys-
tal Display (LCD) controllers, Secure Digital (SD) memory cards, the SM (system management) bus on Intel motherboards, etc.

A.1 Inter-Integrated Circuit (I°C)

I2C was developed in 1982 by Philips Semiconductor to enable communication between digital devices in television sets.

I2C is a bus-based protocol. Up to 127 devices can be connected to the bus, each having a unique 7-bit address. Devices
communicate by exchanging byte-oriented messages with each other. I°C therefore creates a ‘mini network’, in which senders
and receivers are chosen dynamically according to a relatively complex protocol.

An I2C bus needs just two wires: serial data SDA and serial clock SCL. The bus can be in one of two states, active or idle.
When idle, both SDA and SCL are high, and no communication is taking place. When the bus is active, the clock cycles from
high to low and back again while serial communication takes place on SDA. During a clock cycle, SDA is permitted to change
only when SCL is low and must remain stable (for the receiver to sample) when SCL is high.

Any device can initiate a message send by (temporarily) claiming ownership of the I°C bus while the bus is idle. Ownership
is claimed by generating a falling edge on SDA while SCL is high, a condition that should never occur while the bus is active.

serial clock SCL ~ pus | bus LT LT LT 1.

serial data SDA —  ige L claimed [T e Y ws |

For the duration of the message exchange, the device that initiates the exchange is called the master and the device respond-
ing to the message is the slave. The master controls SCL throughout the message exchange. At various times during a message
exchange, one of these devices is the transmitter and the other is the receiver. The transmitter controls SDA, regardless of which
device is the master.

Every byte transmitted is followed by a single-bit acknowledgement from the destination device. Nine bits of data are
therefore exchanged for each byte of data transmitted, with the receiver controlling the final acknowledgement bit.

serial clockSCL .. LI L1 L[ LI LT LT 11T LT L_.
transmitter SDA ~~ (ot otz J__ots J_ bis {5 Y b6 f oz J_ bis ) -

receiver SDA ~ L ack [~

At the end of data transfer, the master releases the bus by generating a rising edge on SDA while SCL is high, which (again)
is a condition that never occurs while the bus is active.

serial clock SCL WS idle
transmitter SDA Y57 Yo Y (ack) \Qus[ T

release

Each message begins with the master transmitting a byte containing seven address bits and one R/W “direction’ bit. The
direction bit indicates if the master is writing to the slave or reading from it. The slave sends back a single bit acknowledging
the receipt of the message. Master and slave then exchange an arbitrary number of data bytes, in the direction specified by the
direction bit.

SDA L (bus claim)
seven-bit slave address R/W ack | 1x slave address and direction byte
eight data bits ack | INx data bytes
SDA _I (bus release)
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I2C permits two devices to communicate with each other in both directions, but only in one direction at a time (for a given
message). It is therefore a half-duplex protocol. 12C has relatively low performance, with typical maximum clock speeds of
100 kHz or 400 kHz. 1t is particularly good for configuring and monitoring devices that have control registers and/or status

registers.

A.2 Serial Peripheral Interface (SPI)

SPI was developed by Motorola in 1985 for communication between a mi-
crocontroller (originally the M68HC11) and its external devices.

SPI is a point-to-point protocol. It connects a single master device to
one or more slave devices. The slave devices have no address, but each one
has an active-low ‘slave select’ (SS) input. When SS is inactive (high), the
slave device ignores its other SPI input signals and disables its SPI output (by
making it high-impedance). This allows several slaves to share a single SPI
connection, but only one of them can be active at a given time. The lack of
addressing makes SPI a relatively simple protocol.

master slave
) )
serial clock
SCK > SCK
VoS! master out, slave in VoS!
M SO master in, slave out M SO
= slavg select =
(active low)
N—— ———

SPI needs four wires: an active-low slave select SS, a serial clock SCK and two uni-directional data signals, master-
out/slave-in MOSI and master-in/slave-out MISO. Several different conventions are possible for clocking, but the most usual is
‘mode 0,0’ in which the clock idles low (polarity 0) and received data signals are sampled on the leading (positive) edge of the

clock signal (phase 0).

phase 0 = leading edge SPI clock mode | clock active
serial clock SCK .. [TLI LI LI LI polarity 0 =idle low (phase,polarity) | idles edge
slave select SS ~ 7\ [ 0,0 low  leading (rising) _f1
master our MOS! IR — = so il 0,1 low trailing (falling) 1
. 1,0 high leading (falling) 1
master in MISO - -~—@msol_ )L~ )L~ b M 1.1 high trailing (rising) LI

When using multiple slaves, each slave requires its own separate SS signal. SPI therefore requires 3 + N wires to commu-

nicate with NV slave devices.

master
S
ScK serial clock
VoS! master out, slave in
M SO master in, slave out
S0 p——
slave 0 slave 1 slave 2 slave 3
SST p——— S N T )
§82 p——m b sCK b sCK —p> scK —p> scK
S8 p——— MOSI MOSI MOSI MOSI
~— M SO M SO M SO M SO
L +»d SS —d S5 —q S5 —q S5
slave selects ~— ~— ~——— ~——
If N is large then the number of outputs required to generate the SS sig-  ———
nals can be reduced using a serial to parallel converter (shift register) or a ok | _serial clock
binary decoder. (A binary decoder has IV inputs, representing a N-bit bi- .
R N B . . . NS master out, slave in
nary numeric value, and 2" outputs of which only one is active at any time,
selected according to the numeric value of the input number. It effectively MO |emasterin slave out
converts a [N-bit ‘address’ into NV individual ‘chip select’ signals.) slave number slave selects
SPI permits the master and slave to exchange information in both direc- Do N, 550
tions at the same time. It is therefore a full-duplex protocol. SPI has relatively _ —
) . . . . DL Ny 1 Ss1
high performance, with typical maximum clock frequencies of 20-30 MHz
. . I . . N = b~
(fast enough to transmit high-definition multi-channel audio, for example). Nto2 2 S82
It is particularly good for transferring streams of data, for example between gg'cfger 3 =
—

a microcontroller and an external analogue-to-digital or digital-to-analogue
converter.




K U ? S B MCP3204: 4-CHANNEL 12-BIT A/D CONVERTER WITH SPI

vvvvvvvvvvvvvvvvvvvvvvvvvvvv

B MCP3204: 4-channel 12-bit A/D converter with SPI

The 10-bit ADC on the Arduino can be too limited for some applications. Increasing the resolution to 12 bits is easy using an
external ADC. (Higher resolution ADCs are available, but beyond 14 bits or so it becomes quite difficult to design and build
circuits with low enough noise to make the extra bits useful.)

A popular device is the MCP3204, containing 4 separate 12-bit A/D converters. The maximum clock frequency is 2 MHz,
or a maximum conversion rate of approximately 100,000 samples per second.

Vpp 5V power supply

cHoO1 ™~ 14\ Vvpp
DGND 0V digital ground CH1O2 = 130 Vger
CH2O03 ¢ 121 AGND
AGND 0V analogue ground chags 8 11[1CLK
Vger reference voltage, sets the upper limit of input voltage (corresponding to the NCO5 B 100 Doyr
maximum digital A/D output value) NCOe ™ 90Dy
CHO-CH4 the four analogue input channels DGND 07 8|1 CS/SHDN

CLK SPI serial clock input
Din SPI serial data input (equivalent to MOSI)
Doyt SPI serial data output (equivalent to MISO)
CS SPI active-low chip select (equivalent to SS)

To perform an A/D conversion, the number of the channel to be read is clocked into the device via MOSI as a five-bit
value: a single ‘start bit’ (high), a single bit to select single-ended or differential mode, followed by three bits of binary channel
number (for protocol compatibility with the MCP3208, which has eight input channels). The device then begins the requested
conversion. Two clock cycles later it provides the result of the conversion on MISO as a 13-bit value, as one leading zero bit
followed by the 12 result bits. The 12 bits of converted value are therefore sent back to the master device beginning three clock
cycles after the address has been supplied, or seven cycles after the start bit was written.

= ] —

MCU latches data from A/D

converter on rising edges of SCLK
SCLK 11 12| |3] |4| |5 (6] |7| |8 ol g ([ 2 3 14 6 (17 21

Doaocockedoutofan 4 f 1+t 1t t 1ttt

Din Start D1
HI-Z NULL
Dour sir/eriero{as)esf 57 Yeojes)e+)es)ez)er)eo)

I\'/ACI}U Tran_srr?ifttfﬁq Data Séei‘trt
s ardogg e [0 of of of of 1 FRo2] [oi[oof X[ x [ X[ x] x[x] [X[X][x[X]x][x]x]x]
MCU Received Data
Wignedwit g ] 7] 7] 7] 7] 7] 7] 7] [2] 2] 2 [uer{sio oo s8] [57]pe[e5[ee] o] 62]o1e0]
I || | | |
Data stored into MCU receive Data stored into MCU receive Data stored into MCU receive
register after transmission of first register after transmission of register after transmission of last

X =“Don’t Care” Bits 8 bits second 8 bits 8 bits

When communicating over SPI one byte at a time (with the Arduino SPI library, for example) three bytes of data must
be exchanged to initiate the conversion and then read back the result. From sending the start bit to receiving the last bit of
converted result is a total of 19 clock cycles. Sending five zero bits before the start will therefore conveniently right-justify the
result in the last 12 bits of the 24 that are read back.
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2-CHANNEL 12-BIT D/A CONVERTER WITH SPI

C MCP4822
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K U \ S C MCP4822: 2-CHANNEL 12-BIT D/A CONVERTER WITH SPI

vvvvvvvvvvvvvvvvvvvvvv

Example solution to ‘bit banging’ exercise

#define SSN 10 // slave select pin
#define MOSI 11 // master out pin
#define MISO 12 // master in pin
#define SCK 13 // serial clock pin

void setup ()
{
Serial.begin(9600);
pinMode (SSN, OUTPUT) ;
digitalWrite (SSN, HIGH); // slave select inactive
pinMode (MOSI, OUTPUT);
pinMode (MISO, INPUT);
pinMode (SCK, OUTPUT) ;
digitalWrite (SCK, LOW); // clock idle

void sendBit (unsigned char bit)

{
digitalWrite (MOSI, bit & 1); // value to write
digitalWrite (SCK, HIGH); // clock data into device
digitalWrite (SCK, LOW); // clock idle

int recvBit (void)

{

digitalWrite (SCK, HIGH); // clock don’t care bit into device
int bit = digitalRead (MISO); // result bit from device
digitalWrite (SCK, LOW); // clock idle

return bit;

int readADC (unsigned char channel)

{

digitalWrite (SSN, LOW); // slave select active
sendBit (1) ; // start bit

sendBit (1) ; // single—ended mode
sendBit (channel >> 2);

sendBit (channel >> 1);

sendBit (channel) ;

sendBit (0) ; // discard empty result bit
sendBit (0) ; // discard null result bit

int advalue = 0;
for (int i= 0; 1 < 12; ++1i)
advalue = (advalue << 1) + recvBit();

digitalWrite (SSN, HIGH); // slave select inactive

return advalue;

void loop ()

{
Serial.println (readADC(0));
delay (250);



